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Executive Summary

Technology is becoming more integral across professional fields and within our daily lives, especially since the onset of the pandemic. As such, opportunities to learn computational thinking are important to all students—not only the ones who will eventually study computer science or enter the information technology industry. However, large inequalities continue to exist in access to equipment and learning opportunities needed to build computational thinking skills for students that experience marginalization.

We call all educators to integrate computational thinking into disciplinary learning across K-12 education, while centering inclusivity, to equip students with the skills they need to participate in our increasingly technological world and promote justice for students and society at large.

We introduce three elements to clarify computational thinking concepts for educators:

- A Venn diagram illustrating the relationship between computer science, computational thinking, programming and computing.
- A framework for computational thinking integration including foundational computational skills, applied computational practices and inclusive pedagogies.
- Inclusive pedagogies, divided into three categories to emphasize different pedagogical approaches to inclusivity: designing accessible instruction, connecting to students’ interests, homes, and communities and acknowledging and combating inequity.
Recommendations

To provide all learners, especially those experiencing marginalization, opportunities to engage in computational thinking, it is essential that educators integrate computational thinking with the topics they already teach, like art, English language arts, math, science and social studies. We recommend that educators use the following strategies to design powerful learning experiences for students:

- **Leverage synergies between disciplinary learning and computational thinking**
- **Provide opportunities for students to build computational thinking skills in the younger grades**
- **Promote student agency and purpose**

Integrating computing thinking into every classroom is not something that can be left to individual educators. Educational leaders must prioritize the initiative and build capacity for teachers to do so. We recommend the following strategies for teacher, building and district leaders to scale and sustain computational thinking integration:

- **Promote shared leadership among districts, schools and teachers**
- **Develop sustained, individualized professional learning opportunities**
- **Integrate computational thinking into pre-service teacher education**
Introduction

In our 2017 report, Computational Thinking for a Computational World, we posed the question, “In a computational world, what is important to know and know how to do?” We made the argument that technology was deeply embedded into our daily lives and learning computing is a pressing need for education. We must equip students with the computational skills to fully participate in the changing nature of the workforce, as well as in their communities and social change more broadly (Angevine et al., 2017).

Since that time, technology has advanced and our world continues to become integrated with and dependent upon computing. In particular, the COVID-19 pandemic upended our lives, changing the nature of our work and socialization. Educators have shifted in-person instruction to remote and hybrid learning. People in many employment sectors have left the office altogether, turning to virtual methods and systems to perform their jobs. For many people, their primary means of communication and entertainment have become almost entirely dependent on digital platforms. Given the newfound need for people to connect and engage in their work and learning, now more than ever, it is essential to equip students with the skills to substantially contribute to and genuinely connect within our computational world (Jackman et al., 2021).

Specifically, there is a growing need to reframe the power of computing in classrooms as an inherently social and learned set of skills. The end goal is not just providing access to digital devices but developing skills with digital devices for heightened disciplinary learning, critical thinking, and self-expression. Students’ use of computers must move beyond consuming information or doing routine tasks like reading, writing, or presenting. Students need opportunities to create, decode, analyze, customize, or otherwise manipulate a computer program or predictive model to solve a problem or support their learning goals. They also need the opportunity to consider the ways that technological systems, including the bias designed into technological systems, are affecting their lives. These opportunities to learn will be important to all students—not only the ones who will eventually study computer science or enter the information technology industry—because technology is now integral across fields and within our daily lives.

As we expand computing opportunities in schools and encourage students to be creators and critical users rather than simply consumers of technology, it is important to recognize that our evolving world of technological innovation is still rooted in and reinforcing systemic injustice. These injustices are caused not only by bias within technical systems as evidenced by examples of algorithmic bias (Noble, 2018; Wachter-Boettcher, 2017), but also the digital learning and inclusion gap (LearnPlatform, 2021). This gap contributes to the lack of diversity in the technology workforce (Bureau of Labor Statistics, 2018; 2019). While jobs
increasingly require the complementary partnership of the processing power of computers and the creativity and expertise of humans (Warschauer & Matuchniak, 2010), our education system has historically prepared only some students with these skills (Margolis, Goode, & Ryoo, 2015) and has systematically excluded certain student populations (Margolis et al, 2008).

Large inequalities continue to exist in access to equipment and learning opportunities needed to build computational skills for students that experience marginalization (Code.org et al., 2020). When we say students that experience marginalization in computing, we are referring to Black, Native American, and Latinx students; students with disabilities; girls and non-binary students. In school, discrepancies exist not only in access to computing devices, but how those devices and the internet are used. In low-socioeconomic (SES) schools, students are more likely to use computers for drill and practice or to develop familiarity with software applications rather than for more creative, complex or critical thinking purposes (Margolis et al., 2008; Warschauer & Matuchinak, 2010). The shift to distance learning in the spring of 2020 only exacerbated these disparities. Students experiencing marginalization had disproportional access to learning opportunities based on their access to computing devices and the internet (Herold, 2020; Hodges et al., 2020).

If we are to equip every student in the next generation with the skillset to participate in our technological society, all educators, across disciplines and grade bands, needs to provide opportunities for students to engage in computational skills and practices.

We call all educators to integrate computational thinking into disciplinary learning across K-12 education, while centering inclusivity, to equip students with the skills they need to participate in our increasingly technological world and promote justice for students and society at large.

Integrating computational thinking into every classroom is not something that can be left to individual educators. Educational leaders at the district and school levels must prioritize the initiative and build capacity for teachers to do so.

This report is a resource for educators, from classroom teachers to building administrators to district leaders, to learn about and build capacity for students to engage in computational thinking. In our previous report, we made a case for learning computational thinking as a core skill for the world we live in, defined
computational thinking and its relationship to coding and computer science, and suggested that CT could be integrated across subject areas. In this report we update those definitions and provide strategies to integrate computational thinking into disciplinary learning.

It is divided into three sections. First, we present a brief overview on computational thinking. What do we mean by the term and how do we apply it in practice? Next, we examine the current state of K–12 computing education and the persistent challenges of providing students with access to computational tools and addressing systemic inequity in computing education and the tech world more broadly. To combat these challenges, we propose a framework for computational thinking integration with inclusive pedagogies at the center. Finally, we describe two distinct needs for educators to create inclusive learning opportunities for computing: (1) integrating computational thinking into disciplinary learning and (2) building teachers’ capacity for computational thinking. We describe strategies to address each need and highlight examples of educators using each strategy in action. By the end of the report, we hope that readers will have identified concrete next steps to further inclusive computing education in their contexts.
Computational Thinking: A Brief Refresher

So, what is computational thinking? Many educators find this term mystifying. Although computational thinking has previously been defined as using computational methods to solve interdisciplinary and everyday problems (Barr & Stephenson, 2011; ISTE & CSTA, 2011; Wing, 2006), many educators find this definition offers insufficient guidance for practical classroom implementation. This could be in part because there are many terms used to address skills related to computing.

Digital Promise illustrated the relationship between computer science (CS), computational thinking, and coding with a Venn diagram in 2017 (Angevine et al., 2017; Figure 1). Initially, the image sought to succinctly capture the intersection and separation of computer science as a discipline, computational thinking as a practice, and coding as a distinct skill. However, it also raised awareness of ambiguities in how educators were using these terms.

We have updated the previous representation of computational terminology with two modifications. First, we added the term “computing,” which encompasses skills and practices in both computer science and computational thinking. Additionally, we replaced the term “coding” with the term “programming.” In the 2017 report, we defined coding as “developing a set of instructions that a computer can understand and execute.” Since that time, the colloquial use of the term “coding” has become manifestly broader, sometimes used to describe a highly discrete technical skill and at other times to describe the underpinning of computer science education. Given advancements in computing such as the development of artificial intelligence that can autonomously generate code (Metz, 2021), as well as ever-expansive online libraries of pre-written code, software development is no longer a line-by-line process. Rather the skill set is shifting to modeling, debugging, organizing and applying code, which the term “programming” better captures. While coding is a highly visible term as it relates to K–12 educational advocacy and marketing for computer science initiatives, we believe programming is now a more precise terminology to reference the wider thought and problem-solving processes involved in the development of instructions for digital devices, as well as the associated considerations of how end-users interact with such devices (Metz, 2021).

K–12 Computing: Then and Now

Figure 1. The relationship between computer science (CS), computational thinking (CT) and coding released in Computational Thinking for a Computational World (Angevine et al., 2017) and updated.
• **Programming** is the practice of developing a set of instructions that a computer can understand and execute, as well as debugging, organizing, and applying that code to appropriate problem-solving contexts. It lies among computer science and computational thinking. It entails technical skill (coding), in addition to problem-solving (e.g. debugging), design aesthetics (e.g. concise lines), and documentation.

• **Computer science** is “the study of computers and algorithmic processes, including their principles, their hardware and software designs, their applications, and their impact on society” (Tucker et al., 2003).

• **Computational thinking** is “a way of solving problems, designing systems, and understanding human behavior that draws on concepts fundamental to computer science... a fundamental skill for everyone, not just computer scientists.” (Wing, 2006).

• **Computing** meanwhile is any activity or area of study that leverages computational methods, models, or systems, such as information management, computer engineering, artificial intelligence, data science, entertainment media and more (CC20 Taskforce, 2020). Computing involves any skill or practice from computer science and/or computational thinking.

While computer science is an individual academic discipline, computational thinking is a problem-solving approach that integrates across activities (Angevine et al., 2017). The skills and practices requiring computational thinking are broader, leveraging concepts and skills from computer science and applying them to other contexts, such as core academic disciplines. For educators integrating computational thinking into their classrooms, we believe computational thinking is best understood as a series of interrelated skills and competencies. We describe these interrelated skills and competencies below.

**Computational Thinking Skills and Practices: A Framework for Integration**

In order to integrate computational thinking into K–12 teaching and learning, educators must define what students need to know and be able to do to be successful computational thinkers. Our recommended framework (Figure 2) has three concentric circles. In the outermost circle, **computational thinking skills** are the cognitive processes necessary to engage with computational tools to solve problems. In the middle circle, **computational thinking practices** combine many computational skills to solve an applied problem; many of these practices result in the development of a computer program, a data visualization, or a computational model that could be used to solve problems related to one another. In the innermost circle, **inclusive pedagogies** are those strategies for engaging all learners in computing, connecting applications to students’ interests and experiences, and providing opportunities to acknowledge and combat biases and stereotypes within the computing field. Table 1 provides descriptions for each concept in the outer and middle circles.
### Figure 2. A framework for computational thinking integration.

<table>
<thead>
<tr>
<th>CT Skills</th>
<th>Description</th>
<th>Example</th>
</tr>
</thead>
<tbody>
<tr>
<td>Abstraction</td>
<td>Filtering aspects of a problem or phenomenon for what is most important</td>
<td>Preschool students sort buttons based on categories they define (e.g., color, number of buttonholes, shape).</td>
</tr>
<tr>
<td>Algorithmic Thinking</td>
<td>Organizing steps in an ordered sequence</td>
<td>Second graders put different parts of a story (or even a comic strip) in the correct order (Ruiz et al., 2021) and identify the key images and words that serve as the operational “hinges” pointing to a specific sequence.</td>
</tr>
<tr>
<td>Debugging</td>
<td>Iteratively testing, finding errors, and fixing them</td>
<td>Fourth grade students might be given a block-based coding project to calculate the area of a rectangle that uses an addition operator rather than a multiplication one. Students must debug the algorithm to correctly calculate the area based on user input (Everyday Computing, 2021).</td>
</tr>
</tbody>
</table>
### Computational Skills and Practices

| Decomposition | Dividing problems into smaller parts | After reading a book, first grade students might decompose the storyline into beginning, middle, and end or introduction, rising action, climax, falling action, and resolution. |
| Pattern recognition | Recognizing recurrent features, data, or relationships | Students in Kindergarten might draw a tree at different times of each year and then pool their different pictures to arrive at the tell-tale signs of a particular season by the pooled imagery. |
| Selecting tools | Choose a computational device with the appropriate affordances to complete a task | Fifth grade students might choose between a digital thermometer and a programmable probe while designing an experiment monitoring temperature changes over time. |

<table>
<thead>
<tr>
<th>CT Practices</th>
<th>Description</th>
<th>Example</th>
</tr>
</thead>
<tbody>
<tr>
<td>Automation</td>
<td>Developing a systematic set of instructions for a computer to carry out a task more often, more efficiently, and/or more accurately than a human.</td>
<td>High school students may create a mobile application that helps community members to find the nearest stores with fresh fruits and vegetables and promotes healthy eating.</td>
</tr>
<tr>
<td>Computational modeling</td>
<td>Representing relationships within complex systems using a computational tool, particularly phenomena that cannot be otherwise thoroughly examined due to constraints of time, size, and/or visibility</td>
<td>Middle school students might explore phases of matter by using a simulation to manipulate temperature in a solid, liquid or gas and observe the speed and distance of molecules in each phase.</td>
</tr>
<tr>
<td>Data practices</td>
<td>Leveraging computational models and methods to collect, analyze, and visualize data.</td>
<td>High school students could choose a locally-relevant data set from their city’s open data portal, analyze the data using spreadsheet software, and create a data visualization aimed at an audience of community members.</td>
</tr>
</tbody>
</table>

Table 1. Description of computational skills and practices
We recommend applying the computational thinking integration framework above in light of wider child development considerations to determine what and how to teach to students of different ages and cognitive capacities. In younger grades (K–3), students will likely be engaging primarily in computational skills in application to relevant problems in the classroom.

In these younger years, the applications may be plugged (with a computational device) and unplugged (without a computational device). “Unplugged” activities are not reliant upon digital devices. At this age group, computational thinking skills can also be meaningfully applied to appropriate computational devices, such as Beebots or Codeapillar, which rely on simple yet readily programmable buttons to customize handheld toys for specific activities and experiments right there on the classroom floor and tabletops. Although both plugged and unplugged activities are valuable learning experiences for students to build computational thinking skills, leveraging technological tools where appropriate can support learners to connect and apply these skills to engage in computational thinking practices in the older grades.

In older grades (4–12), students apply multiple computational skills to engage in computational practices. Computational practices require students to use a technological tool to (1) automate a procedure or phenomenon, (2) use or create a computational model or (3) collect, analyze or visualize data. An example of students applying computational skills to engage in data practices is described below.

For instance, students might identify a problem with how much food waste is generated during their lunch at school and elect to investigate how to reduce the amount of food wasted.

To learn more about the causes, the teacher might facilitate students to engage in data practices. The students should make decisions about what data to collect and how to collect it. For instance, they could use a computational tool (e.g. chromebook, ipad) to design and administer a survey to collect data about how much food is thrown away, what is part of the food waste, and the reasons students give for throwing away food. Then, the students could compile and analyze the data using computational methods as described below.

As they collect and analyze data, students may define categories of food that were thrown away by their peers (e.g. protein, vegetable, dessert, beverage) using abstraction, filtering trash production by overarching categories.

As students begin to identify trends and consider potential solutions, they might also use decomposition, dividing problems into smaller parts. Does the cafeteria offer certain unpopular foods on certain school days? Is it necessary for the cafeteria worker to add the “mystery” cream sauce to each chicken cutlet served, regardless of student preferences? Decomposition identifies potential “bottlenecks” within a wider process and begins to reduce a wider issue by thinking in terms of specific steps.

Finally, students can recognize patterns to make conclusions about the food waste in their school. Do the day-to-day patterns mimic each other or differ? Do the patterns of their own lunch room waste potentially correspond to those of other schools?
Depending on the amount of data they collect, students will likely need to select a tool to help them filter, analyze, or present their data, such as Common Online Data Analysis Platform (CODAP) (Erickson et al., 2019). Later, they might be able to use this tool to analyze food waste in a slightly different situation, for example, at their school’s sporting or performance events. Such a tool also can serve as a wider platform to share results and hypotheses.

After analyzing their data, students might use data practices to communicate their findings through a data visualization presented to students, teachers, and administrators from the school to begin a conversation about decreasing food waste.

To maximize learning, it is also important to reflect. For example, a teacher could provide students with opportunities to reflect on their decisions about how they are engaging in computational practices (e.g. what data are they collecting? How will they organize and analyze it? What tool are they using?) Reflection is an essential step for students to engage in authentic computational problem solving.

As evidenced in this learning sequence, computational skills are applicable to learning in many disciplines. For example, allowing students to collect and analyze data related to a problem they identify is applicable to mathematics Common Core standards to “Represent and interpret data” in grades 1–5 and “Statistics and probability” in grades 6–12 (Common Core State Standards Initiative, 2021). Additionally, providing students the opportunity to interpret their findings in order to write about the data they collect can address common core English Language Arts standards such as to “Read with sufficient accuracy and fluency to support comprehension” in grades 2–5 (Common Core State Standards Initiative, 2021). The lesson sequence integrates inclusive practices because it connects to the interests and experiences of students and provides context for learners to apply math and reading skills, as opposed to an isolated worksheet or assignment.
The Current State of Computing Education

Computing education has expanded rapidly as an educational initiative. In the past eight years, 36 states have passed new policies to establish computing education as a fundamental part of K–12 education (Code.org et al., 2020). New York City has been a leader in this work, launching Computer Science for All (CS4ALL) in 2015, an $81 million investment between public and private partners to ensure all New York City students K–12 receive high quality learning opportunities in computer science and computational thinking (Villavicencio et al., 2018).

While all fifty states have some policy in place promoting computer science (Code.org et al., 2020), the role of computational thinking within these initiatives is ambiguous. The K–12 Computer Science framework (2016), which many states use to develop standards, integrates computational thinking into four of the seven core practices, reasoning that “the most effective context and approach for developing computational thinking is learning computer science; they are intrinsically connected” (2016, p. 69). Consequently, most data points for participation and achievement in computing education are directly related only to computer science, such as enrollment in elective computer science classes in high school and associated test scores (Code.org et al., 2020). Below, we report on the current state of computing education, acknowledging the data relies heavily on computer science as a proxy for computational thinking.

Despite rapid growth in computing education initiatives, disparities in computing education participation and achievement persist today, exacerbated in the past year by inequitable access to tools and learning opportunities due to the COVID-19 pandemic (Martin et al., 2020). Fewer and weaker opportunities for computing learning are presented to students in under-resourced schools, compared to their peers in wealthier schools. Less than half (47%) of high schools in the United States offer computer science, 38% of middle schools, and 26% of elementary schools offer instruction in computer programming (Banilower et al., 2018; Code.org et al., 2020). High poverty schools (26%) and smaller high schools (23%) were less likely to offer computer science learning opportunities than low-poverty schools (46%) and larger high schools (43%) (Banilower et al., 2018; NASEM, 2021).

Students that experience marginalization due to their race or ethnicity are more likely to be enrolled in a school that does not offer a computer science course (Flapan, Ryoo, Hadad, & Knudson, 2021). Villavicencio et al. (2018) suggested that schools serving students of color and those experiencing poverty may be prioritizing more pressing challenges such as absenteeism, limited resources, and low achievement in math and reading. The time and resources required for a stand-alone computer science program are not feasible. Students in rural areas, neurodiverse students, students identified as English language learners, and students experiencing poverty are also less likely to have access to computer science resources and opportunities (Code.org et al., 2020).
Among the students that have the opportunity to enroll in computer science, students experiencing marginalization disproportionately elect not to enroll (Villavicencio et al., 2018). For example, students identifying as girls or gender non-binary, particularly girls of color, are disproportionately not electing to participate in computing. In 2019, girls comprised only 29 percent of students that took the AP Computer Science exam. Additionally, students who identified as Black/African American, Native Hawaiian/Pacific Islander, Latinx, Alaska Native/Native American comprised less than 25 percent, even though they account for about 44% of the total student population (Code.org et al., 2020). These statistics reflect the lack of gender and racial diversity in the current CS workforce (National Center for Women in Computing, 2018).

The lack of diversity in computing is not due to the lack of ability nor interest in computing among women and people of color (Google Inc. & Gallup Inc., 2016; Pinkard et al., 2017; Ryoo, 2019). Rather, social and structural barriers including stereotypes about who should excel in computing lead to inequitable tracking of young women and students of color out of computing courses (Margolis et al., 2008; Ryoo, 2019; Wang & Moghadam, 2017). The National Center for Women & Information Technology (NCWIT) has identified counselors as influencers who can advise and encourage students in their education and career aspirations and created the Counselors for Computing (C4C) initiative to provide professional school counselors with information and professional development opportunities that prepare them to expose all students to occupations in technology and computer science (National Center for Women & Information Technology, 2021a).

Broadening Access to Computing with Computational Thinking

While diverse goals can motivate computing integration (Blikstein, 2018; Brennan, in press; Santo et al., 2019), most programs in PreK–12 public education are in alignment with the traditional computer science pipeline, with the primary goal for students to enter STEM and computer science degree programs and workforce (Tissenbaum et al., 2021). As previously stated, the success or uptake of varying computing initiatives is often measured by enrollment in AP Computer Science and/or success on the AP Computer Science exam (Code.org et al., 2020). These traditional motivations for CS education are largely disconnected from the lives of learners who experience marginalization. For example, advanced placement scores couch “success” solely in terms of college credit; while higher education preparedness is certainly a worthwhile goal, AP CS scores are far too discipline-specific (and notably late in the K–12 timeline) to stand alone as a school district’s vision of “success” for its students. At best, it represents a barometer but limited metric. At worst, such a singular focus on AP scores reinforces the longstanding perception of CS as meant for a select few, perpetuating the systemic inequity in computing education and the big-tech world more broadly (Vakil, 2018; Washington, 2020). Educators need more robust strategies to attend to computational learning opportunities beyond participation and achievement in elective coursework.
In our increasingly technological society, computational thinking skills and practices are fundamental to virtually every career path and generally in civic life. We argue that all students must be equipped with computational skills, whether they enroll in a computer science course or not. Researchers have suggested that integrating computational thinking into existing curriculum and school subjects (e.g., arts, ELA, math, science, social studies) could increase opportunities for students to be exposed to foundational computing concepts (Lee & Malyn-Smith, 2020; K. Rich, Yadav et al., 2019). The push to integrate computational thinking to support disciplinary learning provides an opportunity for schools to reimagine and redefine computing education for students, especially those that have experienced exclusion, knowing these skills will equip them for success in a computational world, regardless of their career choice.

Reimagining Computational Thinking to be More Inclusive

Researchers have identified many innovative strategies to increase access to computational thinking learning opportunities for all students. These strategies are being adopted by schools and districts. Notably, these strategies not only aim to increase opportunities to engage students who are excluded from computing, but also seek to change how and why students are engaging in computing. While computer science instruction has traditionally focused on skill acquisition (e.g. coding), the redesign of inclusive learning experiences must intentionally integrate connections to students’ interests, homes and communities and acknowledge and challenge inequity at the outset of the learning rather than as an afterthought (Kafai et al., 2019). Examples of such projects have taken advantage of the integrative nature of CT, leveraging computing as a means to engage in more familiar topics, such as music, dance, or storytelling, which may build students’ attitudes and confidence toward computer science (e.g., Allen-Handy et al., 2020; Magerko et al., 2016; Pinkard et al., 2017; Weston & Biin, 2013). Other projects have utilized computing as a means for students to interrogate and counteract dominant cultural norms and inequality within society (e.g., Lee & Soep, 2016; Proctor & Blikstein, 2019; Tissenbaum et al., 2017; Vakil, 2014). Re-envisioning computer science pedagogy to be inclusive of student voices; relevant, and meaningful to students’ interests and experiences; and connected to social issues within their communities is imperative to break the stereotype of who can and should participate in computer science (Ryoo, 2019).

So, what teaching practices promote inclusive computational thinking and what does inclusive computational thinking look like in a classroom? Several computing education leaders have contributed frameworks
to operationalize inclusive computing pedagogy (Israel et al., 2017; Kapor Center, 2021; Madkins et al., 2020; National Center for Women & Information Technology, 2021b). In the chart below, we provide examples of inclusive computing pedagogies in the classroom. Inclusive pedagogies, practices, and routines include equity pedagogies such as culturally relevant, responsive, and sustaining pedagogies as well as pedagogies that focus on equal participation of neurodiverse students such as Universal Design for Learning and on practices that can make computing more inclusive and equitable such the recruitment and retention of students that experience marginalization in computing. While many of the practices listed in the chart align to inclusive pedagogies outside of computing, here we provide those practices most relevant to environments in which computing is occurring, whether that is a standalone computer science class or an integrated computational thinking lesson, and highlight examples of using those practices while including computational thinking in the classroom. The pedagogies are divided into three categories to emphasize different pedagogical approaches to inclusivity. Designing Accessible Instruction refers to strategies teachers should use to engage all learners in computing. Connecting to Students’ Interests, Homes, and Communities refers to drawing on the experiences of students to design learning opportunities that are connected with their homes, communities and interests to highlight the relevance of computing in their lives. Acknowledging and Combating Inequity refers to a teacher supporting students to recognize and take a stand against the oppression of marginalized groups in society broadly and specifically in computing.

Together these pedagogical approaches promote a more inclusive computational thinking classroom environment, life-relevant learning, and opportunities to critique and counter inequalities. Computational thinking provides students with skills and practices that allow them to understand technology and
computing processes. This equips students with the background knowledge to discuss and critique how computing and technological systems impact social equality with authentic examples of bias in algorithms and artificial intelligence. For example, students might discuss the implications of gender biases in natural language processing systems such as Gmail Smart Compose (Swearingen, 2018) or higher error rates for marginalized groups in facial and speech recognition programs such as those used in smart speakers and home assistants. Additionally, students can use these understandings to explore large real-world data sets and to identify patterns of inequity between groups of people, such as disparities between demographic groups in diagnosis and recovery from certain diseases. Importantly, these discussions and learning opportunities do not need to wait until high school.

In the example about food waste above, the teacher engages in multiple inclusive pedagogies while teaching upper-elementary aged students. For example, students are provided with a choice about the topic they want to explore and select a topic that connects with their interests and community. Students are invited to engage critically with food waste, a practice that can perpetuate injustices within society and contributes to climate change. Students are also provided with a choice of computational tool with which to analyze and present their data. This not only provides students with choice over their learning, but also aligns with the principles of Universal Design for Learning. Finally, they present their findings and suggestions to their school community, providing an authentic end point for the work they are doing.

Educators should attend to each of the three approaches as they plan and teach lessons, especially related to computing. We reference these practices of inclusivity in case studies throughout the report.

1 Universal Design for Learning is a framework designed to improve teaching and learning for all learners (CAST, 2018).
2 Pair programming is a technique used in both education and industry. In education it has shown to improve student retention and performance in CS courses (National Center for Women & Information Technology, 2021c).
3 Process Oriented Guided Inquiry Learning is a structured collaborative learning strategy that guides students in constructing their own understanding of key concepts (Kussmaul, Brinkman, & Quinn, 2017).
### Designing Accessible Instruction

- Utilize the principles of [Universal Design for Learning](#) and provide multiple means of engagement, representation, and action and expression, such as using a physical representation of code blocks to model computing or providing students with starter code.

- Facilitate well-structured [collaborative learning](#) opportunities, such as [pair programming](#) and [Process Oriented Guided Inquiry Learning (POGIL)](#).

- **Make expectations explicit**, such as providing a checklist for students to check their progress as they develop computational artifacts.

- **Normalize and encourage making mistakes**, getting stuck and redoing activities when developing and refining computational products. One way to do this is through think-alouds where teachers (or students) say what they are thinking and doing when programming.

- **Provide students choices** in their creation of computational artifacts by curating and modeling a variety of product outputs (e.g., interactive art, digital stories, e-textiles, video games, and simulations) that align with learning objectives.

### Connecting to Students’ Interests, Homes, and Communities

- Give students the opportunity to develop and express their interests and experiences through computational thinking activities and computing tools.

- **Connect with family and community** members to incorporate their perspectives into computing activities.

- **Promote linguistic pluralism** in class and computing projects by encouraging translanguaging, allowing students to create projects in their language of choice, or utilizing the translated block options on Scratch.

- Showcase students’ work with technology related [organizations in the community](#) to connect, celebrate, and legitimize their expertise.

### Acknowledging and Combating Inequity

- **Acknowledge power dynamics** associated with race and representation in computing, such as the overrepresentation of white male computer scientists, and actively combat those power dynamics in the classroom (e.g. amplifying the voices of students experiencing marginalization).

- **Recruit students who experience exclusion from computing to computer science classes** (e.g., Black, Native American, and Latinx students; students with disabilities; girls; non-binary students).

- **Celebrate the multiple, overlapping identities** of students experiencing marginalization and validate the unique perspectives they hold about technology.

- **Challenge stereotypes** about who a computer scientist is and who belongs in the technology field, such as celebrating and giving examples of the work of people that have experienced marginalization based on race, gender, or ability.

- **Teach students about biases in technology**, such as in algorithms and artificial intelligence.

- **Provide opportunities for students to speak about and improve injustices** through computational means, such as creating an app, digital story, or game that showcases and counters inequities.

---

---

Table 2. Examples of inclusive computing in classroom practice (Adapted from Israel et al., 2017; Kapor Center, 2021; Madkins et al., 2020; National Center for Women & Information Technology, 2021b; Paris & Alim, 2017; Ryoo, 2019; CSTeachingTips, 2021)

---

---

*The theory that people fluidly call into action their full meaning-making resources in ways that defy categorization. For example, in a single interaction people may use words from multiple languages as well as gestures, emoji, and other environmental resources (Vogel, et. al., 2019).*
What Districts Should Focus On: Integrate Learning and Develop Capacity

Reimaging computing education to be more inclusive also involves revising systems for where and how computing learning opportunities are offered. To reach all learners, particularly those experiencing marginalization, we need to broaden the opportunities that students have to engage in computational thinking beyond elective coursework or extension programs. Today, computational thinking mostly exists as optional content with no formal assessment. It is challenging for educators to prioritize computational thinking as the tested subjects are given priority. Districts, schools, teachers, and other stakeholders must tackle two pressing needs in order to increase inclusive computational thinking learning opportunities into K–12 systems. The first is for teachers to integrate computational thinking into the core disciplinary learning topics already in the curriculum, such as arts, ELA, math, science and social studies. This is a big change from the status quo and this effort must be prioritized by district leaders. Supporting this first need, the second need is for educational leaders to develop systems of professional learning educating teachers on how to integrate computational thinking in their practice and address challenges to inclusivity and equity. We elaborate below.

Need: Integrate Computational Thinking into Disciplinary Learning

To provide all learners, especially those experiencing marginalization, opportunities to engage in computational thinking, it is essential that educators integrate computational thinking with the topics they already teach, like math and ELA. Integrating computational thinking can be beneficial both for the expansion of computing opportunities and disciplinary understanding. From a computing perspective, computational thinking integration conceives computing as a tool for understanding other disciplines and topics and, therefore, as an inherently relevant skill. From a disciplinary content perspective, computational thinking can deepen disciplinary learning (diSessa, 2018). Some integrations will place a greater focus on computing while others will place the greatest focus on disciplinary concepts; ideally an integration balances computing and disciplinary learning to promote both (CodeVA, in press). Then, CT can become a value-add to disciplinary learning and not an add-on to an already overscheduled school day. We discuss three strategies for educators to integrate computational thinking into disciplinary learning to promote computational thinking learning opportunities for all students: leverage synergies between disciplinary learning and computational thinking, develop computational thinking skills in the younger grades, and promote student agency and purpose. Illustrative examples of each strategy follow.

Strategy #1: Leverage Synergies Between Disciplinary Learning and CT

School districts and teachers need to identify the best ways to integrate CT into core subject areas. There are robust examples and frameworks of computational thinking integration in science and math (Basu et al., 2016; K–12 Computer Science framework, 2016; Lee & Malyn-Smith, 2020; Malyn-Smith et al., 2018; Nesiba et al., 2015; Sengupta et al., 2013; Settle et al., 2012; Waterman et al., 2020; Weintrop et al., 2016). For example, Project GUTS is a middle school science curriculum in which students’ leverage computational models to explore scientific concepts, such as population ecology, water conservation, and epidemiology (Lee et al., 2011). In middle and high school mathematics, Bootstrap offers a curriculum in which learners program a video game or analyze data, integrating concepts of algebra, physics and data science (Schanzer et al., 2015). There are also compelling examples of CT integration in arts, ELA and social studies. The
Bootstrap: Data Science curriculum offers data related to historical events, providing students opportunities to interpret primary source datasets. Additionally the Integrated Computational Thinking (ICT) project has worked with teachers to identify synergistic CT integrated practices in arts, ELA and social studies, such as critical analysis of computational texts and the creation of computationally enhanced and inspired art (Integrated Computational Thinking, 2021).

Table 3 below describes a few examples of how computational thinking can be integrated into core disciplinary learning (arts, English language arts, math, science and social studies) in early learning (PreK–2), upper elementary school (grades 3–5) and secondary school (grades 6–12). Examples of integrated computational thinking lessons are described below the chart. While the examples are integrated into middle school and high school science classes, prompting questions for each example promotes readers to make connections between the inclusive pedagogies, computational thinking practices and their own classroom across many disciplines.

<table>
<thead>
<tr>
<th>Grade band</th>
<th>Arts</th>
<th>English Language Arts</th>
<th>Math</th>
<th>Science</th>
<th>Social Studies</th>
</tr>
</thead>
<tbody>
<tr>
<td>PreK–2</td>
<td>Break down the task of creating a large object out of playdough into smaller steps.</td>
<td>Put the plot of a story in the correct order (e.g., We’re Going on a Bear Hunt)</td>
<td>Use dice to select an action or sound to make (e.g. animal sound if you roll a 3). Another dice can be used to determine the number of times to repeat that action or sound.</td>
<td>Sort objects according to shared attributes (e.g., food groups)</td>
<td>Create a map and provide precise instructions for a robot to travel to different destinations on their map. The robot can be a child following directions or an electronic robot like a Code-a-Pillar or Bee Bot.</td>
</tr>
<tr>
<td></td>
<td>Use a repeating pattern to design a bead necklace or paper chain.</td>
<td>Read &quot;How to Code a Sandcastle&quot; and discuss how Pearl broke down the steps for Pascal. Then, write class steps to build a sandcastle or an object that will be familiar to your students.</td>
<td>Create graphs of data relevant to your students or classroom (e.g., birthdays, word walls)</td>
<td>Draw a tree at different times of the year</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Perform a sequence of music notes or dance moves</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Table 3a. Examples of computing integrated into K–12 arts, ELA, math, science, and social studies in grades K-2.
### Table 3b. Examples of computing integrated into K–12 arts, ELA, math, science, and social studies in grades 3–5.

<table>
<thead>
<tr>
<th>Grade band</th>
<th>Arts</th>
<th>English Language Arts</th>
<th>Math</th>
<th>Science</th>
<th>Social Studies</th>
</tr>
</thead>
<tbody>
<tr>
<td>3–5</td>
<td></td>
<td>Compose a song using a computational tool such as Scratch</td>
<td>Collect and analyze data about text features in non-fiction books</td>
<td>Use Scratch to create programs that calculate area and perimeter given user inputs</td>
<td>Use a simulation to explore scientific phenomena (e.g., how mass affects force when two objects collide).</td>
</tr>
</tbody>
</table>

### Table 3c. Examples of computing integrated into K–12 arts, ELA, math, science, and social studies in grades 6–12.

<table>
<thead>
<tr>
<th>Grade band</th>
<th>Arts</th>
<th>English Language Arts</th>
<th>Math</th>
<th>Science</th>
<th>Social Studies</th>
</tr>
</thead>
<tbody>
<tr>
<td>6–12</td>
<td></td>
<td>Create a visualization that emphasizes bias or injustice with a dataset</td>
<td>Develop an algorithm for decomposing an essay prompt</td>
<td>Conduct statistical analysis about their own health and wellness habits (e.g. snack habits, stress levels)</td>
<td>Use, decode, or remix a computational model about a scientific phenomenon (e.g. weather)</td>
</tr>
</tbody>
</table>

|       |      | Use e-textiles to create a quilt square. |      |         | Critique how automation in society has contributed to inequitable outcomes for peoples experiencing marginalization. |

Table 3. Adapted from Canon Lab (n.d.); Coenraad et al., 2021; Computational Thinking for Next Generation Science, EDC. Integrated Modules, Integrated Computational Thinking, Preschool Computational Thinking, Tough as Nails Boosters.
**Example: Integrating Computational Modeling into Middle School Science for Bilingual Students**

Students in Ms. Silfa’s class designed computational models in Scratch about hurricanes, a topic relevant to the lives of many students. Throughout the unit, there were many opportunities for students to speak and learn in multiple languages and connect with their families and communities.

Think about:

- What is Translanguaging? Are there opportunities for students to use translanguaging in your classroom?
- What opportunities do students have to connect to their families and communities? Where can you make these connections in your classroom?
- Are there topics, processes, or phenomena in your classroom that students could automate in Scratch?

In New York City, Karen Silfa integrated computational modeling in a middle school bilingual science class in a curricular unit about Huracán María (Hurricane Maria), a topic that impacted the lives of most students (James et al., 2020).

As she designed and implemented the unit, she was intentionally experimenting with an approach called Translanguaging Pedagogy, which encourages students to talk, read and write using all of their language practices, including oral and written language in English, Spanish, and beyond; gestures, code, objects, and models. Teachers build on all of students’ language practices, including those practices that schooling tends to marginalize (García et al., 2014).

María was a severe category 5 hurricane that devastated Puerto Rico in September 2017. Many of the learners in Ms. Silfa’s class were from the Dominican Republic and had arrived in the United States less than three years ago. More than half of the students were Multilingual Learners / English Language Learners and 90% of the students qualified for free and reduced price lunch. They had experienced the damaging effects that hurricanes and tropical storms had on their home countries and were very concerned about the impacts of Huracán María.
Ms. Silfa identified an opportunity to integrate computational thinking and inclusive pedagogies in the Next Generation Science Standards for grades 6–8. She integrated the science practice of developing and using scientific models (in this case, computational modeling) into the disciplinary topic of weather and climate and included discussions about cause and effect. The learning activities included:

- Conducting background research about Hurricane Maria in both Spanish and English to identify short-term and long-term effects of the disaster. Students interviewed Puerto Rican activists and their parents to learn more about the impacts of hurricanes.

- Exploring how computational models can be used to predict the path and severity of hurricanes (Figure 4). Students considered the purpose of modeling and different methods for creating models (e.g. physical, computational).

- Automating one effect of hurricanes in Scratch by remixing teacher-created projects. As they worked, students tracked their progress using a multilingual checklist.

- Presenting models to students’ parents, educators, administrators, and professionals from the Association of Latinos in STEM.

Students had opportunities to connect previous experiences with hurricanes to science concepts and computational modeling. Importantly, there were inclusive pedagogies embedded throughout, including opportunities for students to translanguage. Additionally, parents and other Latinx community members contributed to students’ learning throughout the unit. This unit illustrates the idea that computer science learning opportunities can engage syncretic literacies (Gutiérrez, 2014)—in other words, can bring together literacies from across domains including students’ communities, computing, and school disciplines in ways that spark new conversations and new literacies.
Teaching Tips and Resources:

<table>
<thead>
<tr>
<th>Tip</th>
<th>Resource</th>
</tr>
</thead>
<tbody>
<tr>
<td>Create models for students to remix</td>
<td>Short term effects of Hurricane María Scratch Studio</td>
</tr>
<tr>
<td></td>
<td>Long term effects of Hurricane María Scratch Studio</td>
</tr>
<tr>
<td>Provide a checklist for students to track</td>
<td>Multilingual checklist for students to self-regulate their progress</td>
</tr>
<tr>
<td>their progress</td>
<td></td>
</tr>
<tr>
<td>Create authentic opportunities for students</td>
<td>Document to support students with making public presentations</td>
</tr>
<tr>
<td>to share their work outside of the classroom</td>
<td></td>
</tr>
<tr>
<td>Get inspired by Ms. Silfa’s unit</td>
<td>Description of the unit</td>
</tr>
<tr>
<td></td>
<td>Video case study of this unit</td>
</tr>
</tbody>
</table>

Table 4. Teaching tips and resources to learn more about how Ms. Silfa integrated computational thinking into middle school science.

Example: Exploring Health Disparities Using Data Science in High School Biology

Students in Ms. Lindahl’s class analyzed demographic disparities in rates of cancer diagnosis, treatment, and outcomes.

Think about:

- What topics that you teach are connected to social justice?
- Is there data that could reveal societal inequities related to a topic you teach?
- How could you encourage students to speak about and improve injustices?

Using data science to explore health disparities in science is something that Amy Lindahl integrated into a unit on cellular division and cancer (Lindahl, 2012). She had taught the topic for years, yet something seemed to be missing. Ms. Lindahl realized that discussing the science of cancer, without acknowledging the harm it has caused students and their families was a missed opportunity.

Ms. Lindahl listened to the heartbreaking stories of her students, some of which illustrated with disturbing clarity how cancer disproportionately affects Black, Native American, and Latinx communities. She felt she may be perpetuating these disparities by not acknowledging them in her classroom. She decided that she needed to make space to integrate these critical discussions into science.
First, Ms. Lindahl introduced students to how societal inequities apply to cancer. Students engaged in the following activities:

- **Is Cancer an Equity Issue?** Investigate cancer risks, to what degree these risks are preventable, and what demographic comparisons reveal about cancer screenings, diagnosis, and treatment

- **Cancer Case Studies** Explore case studies, such as the true story or Marissa Thomas (Figure 5), to help students imagine how the inequities shown in cancer data impact individuals, families, and communities.

- **The Social Determinants of Health** Use this public health framework to consider how structural factors lead to cancer inequities

Then, students explored cancer statistics and disparities between different groups in the following lessons:

- **Identify, Intersectionality and Cancer.** Manipulate data on how aspects of identity connect with cancer risk, health care experiences, treatment, and more

- **Cancer Inequities in our Community** Use databases to discover correlations between cancer outcomes and local factors

Finally, students designed strategies to decrease disparities in cancer rates in the following lesson sequence:

- **Local Health Activism.** Learn from local health activists about ideas for student cancer equity actions

- **Develop Cancer Equity Actions.** Design an action to reduce cancer inequities in their community

- **Equity Action Share Out and Reflection.** Share out their cancer equity actions and reflect on needed local and national structural reforms

In this example, students had opportunities to explore data that illustrated societal inequities related to disciplinary learning. In order to design a related learning sequence, teachers need to locate a data set appropriate for students, and support them to visualize and make sense of these large data sets. Finally, equipping students to acknowledge and grapple with inequities and injustice the data reveals is essential. This learning sequence is currently being revised and updated, and will be available at the Science Education Partnership website, an initiative of the Fred Hutchinson Cancer Research Center. Below, we suggest some related resources to support teachers and students with these practices.
Teaching Tips and Resources:

<table>
<thead>
<tr>
<th>Tip</th>
<th>Resource</th>
</tr>
</thead>
</table>
| Locate data relevant to disciplinary learning and students’ lives and interests | Health Equity Tracker  
CDC Epi Info                                                        |
| Prompt students to evaluate and think critically about data         | AACR Cancer Disparities Progress Report 2020  
Analyzing Health Disparities (Learning for Justice)                 |
| Facilitate a discussion about societal inequities                   | Resources for Having Social Justice Conversations              |

Table 5. Teaching tips and resources to learn more about how Ms. Lindahl integrated computational thinking into high school biology.

Strategy #2: Develop Computational Thinking Skills in the Younger Grades

It is particularly important for young children to have opportunities to engage in computational thinking in order to develop an interest in and a foundational understanding of computing. As educators seek to integrate computational thinking into all grade bands, including younger grades, they must make strategic decisions as to what are appropriate learning goals for different age groups, and approximate how these learning goals are connected as part of a learning progression. Several researchers have proposed frameworks and activities for computational thinking in PreK–12 education (e.g. Angeli et al., 2016; Duncan & Bell, 2015; Lee, et al., 2014; Seiter & Foreman, 2013; Weintrop et al., 2016). However, limited research evidence is available to inform learning trajectories that drive curricular decisions (K. Rich, Strickland et al., 2019; K. Rich et al. 2017; 2018).

Understanding developmentally appropriate computational thinking practices is particularly challenging in the younger grades (PreK–5) because traditionally computing education does not start until middle school. While there are many computational devices designed to support young learners in learning to program (e.g., Beebots and Scratch Jr.) computational thinking skills are relevant to much more than just programming. Emerging research suggests that there may be benefits to leveraging computational thinking skills as a general problem-solving approach, especially in the younger grades. These skills can be applied to plugged (with a computational device) and unplugged (without a computational device) activities across any discipline in the classroom. Yadav, Ocak and Oliver (under review) have suggested that computational thinking facilitates metacognition, the ability to monitor and control cognitive processes, when solving problems.

The following examples highlight two projects that have co-designed learning experiences with teachers of young children over several years. Both projects emphasize the development of computational thinking skills (e.g. abstraction, decomposition, pattern recognition) as a problem solving approach. These skills provide students with language and processes to identify how to solve a problem and discuss why that approach is appropriate.
Example: Integrating Life-Relevant Computational Thinking into Preschool

Preschool children connect computational thinking skills to learning and everyday activities such as getting ready for school, using playdough, and going to the grocery store.

Think about:
- How do the CT integrated preschool activities connect school and home?
- How might young children engage in both plugged and unplugged computational thinking skills?

Digital Promise has partnered with teachers and families to co-design integrated CT activities (both unplugged and plugged) for preschool children.

To intentionally connect CT skills to young children’s (ages 3–5) experiences, homes, and communities, the co-design team included teachers and families from culturally diverse public preschool programs. Together, learning scientists, curriculum designers, and media developers identified life-relevant CT skills that can be meaningfully linked to math and science learning in preschool classrooms and can strengthen early learning more broadly.

In the following two activities, young children were able to engage in the CT skill of problem decomposition; they learn to break down problems or tasks into smaller parts, which makes solving the problems or tasks more manageable. This process also helps children work together with classmates to solve problems.

- **Getting Ready for School.** Children break down an everyday routine into smaller parts and make a mini-book to tell the story of their very own routine. Breaking this larger task (getting ready for school) invites children to independently identify smaller tasks (e.g., brush teeth, get dressed) and helps them more easily or efficiently complete the routine. Making the mini-books about their routines also gives teachers and classmates an opportunity to learn about and celebrate each other’s unique stories and home traditions.

- **Playdough Workshop.** Children identify the large task of making a playdough tree and can work with a classmate to identify and complete the smaller tasks together, such as making a trunk, leaves, and apples. This activity also links to math learning as children are invited to notice the shape of the leaves or count the number of apples on the tree. Examples of playdough figures children might decompose are in Figure 6.
Another CT skill that aligns with common preschool interests and activities is **abstraction**. When children sort objects based on observable characteristics, they are encouraged to highlight necessary information while ignoring irrelevant or unnecessary information, as described in the following activities:

- **Grocery Store**. Children engage in sorting and labeling related to food groups. Children are given a large set of different foods and encouraged to decide how to sort the foods into separate baskets and then label accordingly, using pictures or simple words. For instance, they may decide to sort and label by type of food such as fruits and vegetables. This activity promotes the skills of hiding details and paying attention to only the most important information, in this case the type of food. They can also engage in guided discussion about how sorting food in a particular way can be helpful to achieve their goals. For instance, sorting fruit by type (e.g. citrus, melon, berry) can help customers easily find what they need at the market.

- **STEM-tastic Adventures app** includes a game known as Better Building that can help children practice sorting and labeling. Through their gameplay, children observe and sort objects by color, shape and size labeling the sorted groups to help the robot build structures more efficiently.

<table>
<thead>
<tr>
<th>Tip</th>
<th>Resource</th>
</tr>
</thead>
<tbody>
<tr>
<td>Make connections with childrens’ homes and families to design CT opportunities that extend in and out of the classroom</td>
<td>Preschool Computational Thinking</td>
</tr>
<tr>
<td>Get inspired by some PreK CT activities</td>
<td>PreK CT activities</td>
</tr>
<tr>
<td>Explore a CT app for PreK</td>
<td>STEM-tastic adventures app</td>
</tr>
</tbody>
</table>

Table 6. Teaching tips and resources to learn more about integrating computational thinking into PreK.
Ms. Jenkins is a 4th grade teacher in Staten Island, a borough of New York City. She intentionally introduced computational thinking with her students as a problem solving approach, particularly relevant to her English Language Arts instruction. She integrated computational thinking vocabulary in her instruction (e.g. slide presentations, worksheets/activities) to facilitate students to identify where computational thinking concepts connected to reading and writing practices. For reading, she made the following connections:

- In order to identify the theme of a story, teachers used problem decomposition to break down the parts of the story to consider what happens in each smaller part. Then, they used abstraction to consider what aspects were the most important. Finally, they thought about what the bigger ideas were.

- Based on students’ prior knowledge or experiences with other literature, they recognized patterns to make predictions about upcoming events. For instance, how a character reacted to a certain situation.

- When presented with unknown or unfamiliar words, students decomposed these words into chunks or other smaller portions that were easier to figure out. These smaller chunks included common beginnings and endings, vowel combinations or root words that were familiar to students. This often comprised the first steps of an algorithm students followed for decoding unknown words.

For writing, she made the following connections:

- Ms. Jenkins supported students to break down, or decompose, the contents of each paragraph to ensure they included a Topic sentence, Example, Evidence, Analysis, and Link back to the claim (Figure 7).
As students completed their writing pieces, they enhanced their work through a process Ms. Jenkins named **debugging**. When debugging their work and their classmates’ work, Ms. Jenkins made sure students were aware that they were using computational thinking skills such as **pattern recognition** to look for common errors in punctuation and **abstraction** to identify points in their writing that could use more support or detail.

Once students produced a completed writing piece, they were provided with options to elicit their creativity and apply their computational thinking skills through the use of technology.

One of the options presented to students was to use **automation** to design and build a Scratch coding project to share information based on their learning and research.

Ms. Jenkins integrated computational thinking terminology consistently throughout the school year and applied the terms to different lessons. Students were then able to pick up these computational thinking skills as a problem solving approach in English language arts and beyond.

### Tip

**Identify ways to highlight computational thinking with plugged and unplugged activities.**

**Resource**

Sample Lesson Plan- 4th Grade Main Idea

**Use relatable stories and texts to help students apply computational thinking to deepen their understanding of character’s differing viewpoints.**

**Resource**

Sample Lesson Plan- 4th Grade Point of View

Table 7. Teaching tips and resources to learn more about how Ms. Jenkins integrated computational thinking into elementary English Language Arts.
Strategy #3: Promote Student Agency and Purpose

It is important to remember that not all opportunities to integrate computational thinking will provide students with the same opportunities to build computational skills in ways that are equitable, including ways that promote student agency and deepen disciplinary learning (Coenraad et al., 2021; Waterman et al., 2020). Drawing on the previous example, a student could engage in data practices if the teacher instructed them to tally how much trash is thrown away and provided the methods for both data collection and data analysis using a computational tool. The student collects and analyzes data, but is not well positioned to use data practices for future purposes. Alternatively, and described in the example, the teacher might encourage learners to design a data collection method based on their own curiosities about trash in the lunchroom and select their own computational tool for analysis. Providing student-centered learning experiences, so that students are driving decisions about what tool to use, how to use it, and for what purpose, provides them with opportunities to gain experience, autonomy, and confidence in computing they can take outside of the classroom.

To illustrate this point, we have developed a spectrum to illustrate that integrations of computational thinking exist on a continuum that ranges from only enhancing learning to a true transformation of the learning experience (Terada, 2020). The spectrum builds on the concept that CT can be integrated at different levels (CodeVA, in press; Lee et al., 2021; Waterman et al., 2020). By “enhancement,” we mean students are instructed how to use data, a program, or code and by “transformation” we mean students make their own decisions about learning goals and the computational tools and processes they will use to achieve them. In the middle ground, students may modify a program that they are provided with or make decisions with limited scope.

In their first year integrating computational thinking, a teacher might feel most comfortable beginning to integrate on the enhancement side of the spectrum, slowly providing students more agency as they become more comfortable with tools and practices to facilitate computational thinking. While this type of lesson enhancement is a place to start with computational thinking integration, it is certainly not an endpoint. Within and between grade levels, the goal should always be for teachers to start where they are, but move towards transformative learning. The affordances of computational thinking provide students agency to explore questions and design solutions that are connected to students’ interests and experiences, increasing inclusion and engagement. For example, students can interact with complex real-world problems, such as analyzing large data sets or modeling systems. Research has illustrated that sustained professional learning about computational thinking promoted teachers to develop student-centered lessons (Ketelhut et al., 2020).

In Table 8, we illustrate how these depths of integration can occur in each of three domains: automation, computational modeling, and data practices. This spectrum does not apply skills in isolation, and therefore is only applicable to students engaging in computational practices, approximately grades 5–12, as described in the framework for integration.
<table>
<thead>
<tr>
<th>Computational Thinking Practice</th>
<th>Integration Opportunity</th>
<th>Enhancement</th>
<th>Transformation</th>
</tr>
</thead>
<tbody>
<tr>
<td>Automation</td>
<td>Use a provided computer program as instructed to achieve a specific result.</td>
<td>Select a computer program to solve a problem.</td>
<td>Design a computational artifact of choice (e.g. computer program, robot, app) in response to an authentic problem that students identify.</td>
</tr>
<tr>
<td>Computational Modeling (Lee et al., 2021)</td>
<td>Use a simulation to explore relationships between parts of a system.</td>
<td>Analyze (“Decode”) a simulation to reveal the relationships between parts of a system and how the simulation is like or unlike the real world.</td>
<td>Modify or create a computational model using code to include cause and effect relationships between parts of a system.</td>
</tr>
<tr>
<td>Data Practices</td>
<td>Collect a small, predetermined amount of data. Students create a data visualization as they are instructed, such as a bar graph.</td>
<td>Use an online survey platform to collect data and use a spreadsheet to create a data visualization.</td>
<td>Analyze a large secondhand data set using a computational tool such as CODAP. Students make their own decisions about the best filter, make sense and visualize the data.</td>
</tr>
</tbody>
</table>

Table 8. Computational thinking practices operationalized as a spectrum of transformation.

**Example: Students Identify Social Justice Community Need to Inform App Design**

Students in Mr. Scott’s class designed apps in response to concerns of local community members to promote social justice.

**Think about:**

- What is an empathy interview? How did students use these interviews with community members to inform the design of the app?
- Mr. Scott says, “whatever they wanted it to be, whatever they wanted it to do, was up to them.” Is this sentiment ever applicable in your classroom?
Kennan Scott, a middle school teacher in Oakland, California leveraged design thinking and Agency by Design to provide a platform for his students to expose and address injustices faced by individuals in the community using inclusive computing pedagogies. By using empathy interviews with family and community members, students in Mr. Scott’s middle school class designed apps that supported the safety of people in their community.

In order to develop meaningful contexts for design, Mr. Scott decided to focus on social justice causes or issues that revolve around community needs.

- Students first talked to different members of the community about issues in the community and their needs. They spoke with a member of their family (e.g. parents, grandparents), somebody from the middle school community (e.g. staff, students) and an individual from the broader community (e.g. somebody from the local market or church).

- Based on the discussions, students designed a mobile app using automation through programming to address a problem that they identified.

- Students had the agency to select the topic they wanted to cover. Mr. Scott explained, “whatever they wanted it to be, whatever they wanted it to do, was up to them.”

Through this process, students gained perspective about challenges in the community and were able to address the needs of real people through the design of an app. Mr. Scott explained, “It drove home the idea that this is a transformative act, that you can use the creativity and power of computational thinking to actually make a change.”

Based on what they learned in their interviews, students created a variety of apps. For example:

- **Quick access to help.** Students developed an app to quickly access help on their phone if something was amiss when they were out, such as walking home from their friend’s house. The app was designed as four quadrants on the screen that students could press to signal different actions. One quadrant sounded an alarm, others called emergency contacts, another called 911. Based on the situation, students could quickly take action to stay safe.

- **Safe routes home from school.** Another app that students developed was a map that provided the user with up-to-the-minute crime reports data overlaid on Google Maps. Therefore, students could re-route their way home from school to home based on reported incidents that had been identified in a moment.

Mr. Scott recalled that the completion and success rate for this project was much higher because students were engaged. Starting with conversations with community members, each student could tell the story of a person that they were designing for. Therefore, students produced high quality apps because they were able to dive deeper into the cause and reasoning for what they were doing.
### Example: Promoting Student Agency in Data Practices

Students in Ms. Bibbs-Fox’s class wrangled large data sets to inform their own inquiries about the ongoing COVID-19 pandemic.

**Think about:**

- Where can you locate data that is relevant to students’ lives and interests?
- How can you support students to pose their own questions that can be answered with data and make sense of large data sets?
- Do you make space for students to consider bias in a data source or identify misleading graphics?

Jessica Bibbs-Fox, a teacher in Compton Unified School District, promoted student agency in the design of a project-based learning experience at the onset of the COVID-19 pandemic in her virtual middle school science class. Just a few weeks after the nationwide emergency switch to remote learning in April 2020, Bibbs-Fox designed a unit in which students examined the accuracy of information related to the ongoing COVID-19 pandemic.

First, students posed their own questions based on their curiosities about the pandemic. However, many of the initial questions students developed could not be explored using data. Bibbs-Fox prompted students to revise their questions so they could be answered using data. For example, one student initially posed the question, “Why is the coronavirus so deadly?” which was revised to “Compared to other coronaviruses, is COVID-19 resulting in more deaths?”
Next, students used raw data from various organizations such as Our World in Data and the Center for Disease Control (CDC) to inform their questions, all the while considering the relevance, validity, and bias of each data source. Bibbs-Fox encouraged students to use the Common Online Data Analysis Platform (CODAP) to analyze their data, which offers student-friendly scaffolding for data analysis and visualization. She provided a graphic organizer (Figure 8) to encourage students to use specific data moves to analyze their data (Erickson et al., 2019). Bibbs-Fox reported that this activity helped students become more confident working in spreadsheets and were proud of their work.

**Question:** What country has the highest number of confirmed cases?

<table>
<thead>
<tr>
<th>Data Move(s)</th>
<th>Sketch or describe how you organized or illustrated the data:</th>
<th>What does this tell you about the relationships/patterns within your dataset?</th>
<th>What new questions do you have?</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sorting</td>
<td>Sorted from most recent date by highest to lowest</td>
<td>The United States has the highest number of cases, followed by Spain, Italy, the United Kingdom, and Germany.</td>
<td>What continent has the highest number of cases? (See analysis below)</td>
</tr>
</tbody>
</table>

Finally, students communicated their findings to community members, particularly those who were uncertain about safety practices or skeptical about social distancing. To discourage students from reusing data visualizations that were created from other sources, Bibbs-Fox presented misleading graphics related to the pandemic and asked her students to spot errors. Students were then motivated to design an original infographic, public service announcement, or magazine article. They shared drafts of their visualizations with members of the community and modified the design based on their interpretations.

In reflection, Bibbs-Fox expressed that this was a very valuable learning experience for students. She explained, "This project relies on questions that do not have answers readily available to them. Students have to rely on their skills to be successful."
### Table 10. Teaching tips and resources to learn more about how Ms. Bibbs-Fox designed her high school data science class.

<table>
<thead>
<tr>
<th>Tip</th>
<th>Resource</th>
</tr>
</thead>
<tbody>
<tr>
<td>Locate data relevant to disciplinary learning and students’ lives and interests</td>
<td><a href="#">Our World in Data</a></td>
</tr>
<tr>
<td>Scaffold learning opportunities for students to make sense of large data sets</td>
<td><a href="#">Data Practices: Computational Thinking for Next Generation Science</a></td>
</tr>
<tr>
<td>Utilize student-friendly data analysis platforms</td>
<td><a href="#">CODAP</a></td>
</tr>
<tr>
<td></td>
<td><a href="#">Bootstrap</a></td>
</tr>
</tbody>
</table>


Need: Develop Capacity for Computational Thinking

There are strong examples of computational thinking, such as the examples in the previous section, frequently integrated in pockets within districts. That is, several classrooms or teachers facilitate rigorous computational thinking practices with students. However, this engagement is rarely consistent across classrooms within schools or across schools within districts. This often leads to fewer and less robust computing learning opportunities for students experiencing marginalization. In this section, we discuss strategies to scale and sustain computational thinking integration within districts and schools, including promoting shared leadership between districts and schools and designing professional learning experiences for pre- and in-service teachers. For each strategy, we provide an overview followed by illustrative examples of the strategy in action.

Strategy #1: Promote Shared Leadership Among Districts, Schools and Teachers

While statewide computing initiatives continue to grow with great success (Code.org et al., 2020), state policymakers are too removed from school-level contexts to make implementation recommendations at the grain size that educators need. The role of district leaders is essential in establishing the three “Cs” in system-wide K–12 pathways: consistent across classrooms, cumulative from year to year, and competency-based. Yet, we believe that district leaders cannot do this work alone and must partner with building and teacher leaders at the school level to identify and develop computational thinking pathways. This shared leadership allows for the development of consistent, cumulative, and competency-based pathways that take into account school needs and have teacher buy-in.

Due to the inherent inequity of implementing computational thinking, often as an after-school activity or extension in advanced classes, Digital Promise recommends a district-wide competency-based approach to computational thinking implementation. Burke, Roschelle, et al. (2019) described a progression of CT integration in districts and schools ranging from tools, to themes, to competencies. With tools, districts provide technology and programs to teachers such as Scratch, Code.org, and Project Lead the Way. With themes, they embed these tools into integration approaches such as maker learning or STEAM. With competencies, districts focused on student knowledge and abilities, such as algorithms, data, and computational modeling. Competency-based pathways are an effective strategy to define computational thinking while providing educators flexibility to select appropriate tools and methods of instruction for their students.

In our CT pathways project, we have partnered with three school districts from across the United States to iteratively develop and implement inclusive K–12 computing pathways. These districts represent unique contexts and challenges. Iowa City Community School District is a college-town district serving 14,000 students and is rapidly becoming more urban and diverse. Indian Prairie School District is a suburban school district serving 28,000 students in the Naperville, Aurora, Bolingbrook, and Plainfield communities outside of Chicago. Talladega County Schools is a 7,000-student district in rural Alabama.

Prior computing experiences offered across these districts were typical of many districts, where offerings are fragmentary with tool or theme orientation, rather than consistent, cumulative, and competency based. For instance, previous computing opportunities in each district were extracurricular (e.g., robotics clubs), tool-based (e.g., makerspaces, kits), or elective (e.g., computer science courses in high school). This fueled...
the equity challenge identified by each district: the current offerings were excluding a demographic of students experiencing marginalization in computing. While each district targeted different demographics of students as the equity challenge in their district, all three focused on dismantling barriers to computing education participation. The districts engaged in our project to intentionally create inclusive opportunities for computing that disrupt educational systems that reproduce the existing and persistent inequities in computing education.

Within the districts, shared leadership included district leaders with a strong commitment to the initiative and inclusivity mission working closely with teacher leaders at each school building who then guided educators from across the district throughout both the creation and implementation of the CT Pathways. These teams were championed by superintendents, led by district-level curriculum and technology leaders, and included teachers, teacher leaders, building administrators, and curriculum specialists. Importantly, representatives from across these groups were instrumental throughout the entire pathway creation process; they were not just stakeholders brought in to give comments a few times or pilot a process developed by others. Once the pathway was developed, the building-level educators played a pivotal role in implementation. Participating in the development team and process provided professional learning opportunities for the participating teachers and garnered buy-in from them to be champions within their school buildings. Below, we spotlight how the district and schools developed shared leadership when creating an inclusive K–12 computing pathway in Talladega County Public Schools.

**Example: Designing K–12 Computational Thinking Pathways in Rural Alabama**

Talladega County Schools shared leadership among district, school, and teacher leaders throughout the development of a K–12 computational thinking pathway that is individualized for their district and student needs.

**Think about:**

- What group of students who experience marginalization in computing should your district prioritize?
- What is your district vision for computational thinking?
- How can leadership be shared among district, building, and teacher leaders where you work?

Talladega County Schools is a rural district in central Alabama comprising seventeen schools and serving around 7,000 students. Within the district, 71% of students have been identified as low income, 33% of students are Black, and 2% of students are Latinx. Over the past three years, the district has worked to develop the capacity to integrate CT in K–12 disciplinary learning. Dr. Brooke Morgan, Talladega’s Coordinator of Innovative Learning worked closely with superintendent Dr. Suzanne Lacey and the Digital Promise team to consider how the district could develop activities, curricula, and assessment that appealed to a broader range of students, with a focus on promoting inclusivity among students from low socioeconomic households and, more broadly, female students. They leveraged existing teacher leaders across schools to assemble a pathway development team that shared leadership between district and building personnel with a three-fold process:
Establishing the Foundation for Computational Thinking. First, Talladega clarified its vision for its own K–12 computing pathway. Over a period of two months, a pathway development team of teacher and district leaders met to identify the district’s vision, strengths, interests, and existing resources—as well as its gaps per grade level and across schools. As a rural district, the Talladega community valued computing learning opportunities for students to thrive in the technologically evolving workforce and promote economic opportunity in the region. They resolved to integrate CT in core disciplinary learning (e.g. science, ELA, math) in each grade K–8.

Developing K–12 Computational Thinking Pathways. Next, the Talladega pathway development team defined what new learning opportunities would be created across grade levels, courses, and schools. Here, Talladega tapped into Alabama’s Digital Literacy and Computer Science (DLCS) standards and relevant disciplinary standards to specifically identify CT competencies (e.g. data practices, algorithm) that were in alignment with their existing initiatives. Then, they defined opportunities to integrate CT by grade level and within the context of specific subjects. Talladega developed a “competency map” linking CT competencies to relevant standards and curricular specific activities and resources within disciplinary learning (e.g., Storytelling with Scratch in 4th grade ELA), as illustrated in Table 11.

### Grade K:
**By the end of Grade K, what will ALL students know and be able to do?**

<table>
<thead>
<tr>
<th>Relevant Standards (From <a href="#">Alabama DLCS</a>)</th>
<th>What do the standards mean? (Unpack/ restate in your own words.)</th>
<th>Key Vocabulary (Students will KNOW / understand...)</th>
<th>What does it look like in class? (Students will be able to DO...)</th>
<th>Opportunities to learn (Lessons, resources, etc.)</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>ALGORITHMIC THINKING</strong></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>DLCS 1. List the sequence of events required to solve problems. Examples: tying shoes, making a sandwich, brushing teeth.</td>
<td>I can identify the order of events related to a specific task. I can identify what comes next or if a step is out of order. I can tell the order of events for a specific task. I can identify what comes next for specific tasks. I can identify a step that is not in the correct order.</td>
<td><strong>Algorithm:</strong> A precise sequence of instructions for processes that can be executed by a computer <strong>Bug:</strong> Part of a program that does not work correctly <strong>Debugging:</strong> Finding and fixing problems in an algorithm or program <strong>Sequence:</strong> To arrange in a particular order</td>
<td><strong>ELA</strong> - Write informational or explanatory text, such as how-to articles. - Create/draft outlines for writings or projects. - Express a routine as a sequence of step-by-step instructions. - Map or outline a story. - Create decision trees. <strong>Math</strong> - List the steps to solving math problems. - Determine when a task is not in the correct order. - Order a sequence of events. <strong>Science/SS</strong> - List steps for a process. - Create if/then statements for concepts. - Order a sequence of events related to an experiment.</td>
<td><a href="https://www.kodable.com/">https://www.kodable.com/</a> Students use basic coding skills to follow a sequence. <strong>Beebot Challenge Cards</strong> Lesson where students follow directions to get the Beebot from point A to point B. <strong>Nearpod Lesson: Room on the Broom</strong> Story sequencing <strong>Seesaw: Sequence the Story</strong> Activity for story sequencing that can easily be assigned to students <strong>Debugging: Unspotted Bugs</strong> A lesson to help students understand the step involved in debugging.</td>
</tr>
</tbody>
</table>

Table 11. One page of Talladega’s competency map, connecting computational thinking practices to relevant standards and classroom practice.
Designing Inclusive Learning Opportunities. Talladega’s third stage was most ambitious: addressing the nuts and bolts of school- and classroom-level change. Talladega teacher leaders worked in as a committee to develop inclusive assessment tools for their pathway. They decided to focus on three competencies for this work: Algorithmic Thinking, Data Collection and Analysis, and Creating Models and Simulations. “Look for” documents and rubrics were developed for each of the three “focus” competencies. The Inclusive CT Pathways Committee worked to ensure that these documents integrated inclusive pedagogies by validating unconventional ways of doing and knowing computing such as providing learners the flexibility to express their interests and experiences.

Throughout all three phases of the process, district-level leaders worked closely with building administrators and teacher leaders to develop the pathway together through shared leadership. Within Talladega County Schools, this collaboration and building a pathway unique to their district using resources identified by teachers has been credited by the district leaders as essential for the development of a strong pathway and the success that they have had implementing it thus far.

One of the things we’ve really tried to focus on with these documents is that they’re living documents... they’re not just one set and it’s just going to stay like that forever. We think internally like that here in Talladega. There’s always been new developments.

– Elementary teacher from Talladega County Schools

![Figure 9. District leader and teacher designing K–12 opportunities for CT integration in Talladega county](image)

<table>
<thead>
<tr>
<th>Tip</th>
<th>Resource</th>
</tr>
</thead>
<tbody>
<tr>
<td>Develop a competency map for your district</td>
<td>CT Pathways Toolkit</td>
</tr>
<tr>
<td></td>
<td>Talladega’s competency map</td>
</tr>
<tr>
<td>Conduct empathy interviews to learn more about students’ experience with marginalization</td>
<td>Empathy interview protocol</td>
</tr>
</tbody>
</table>

Table 12. Resources to learn more about how Talladega County Schools designed an inclusive K–12 computing pathway
A collaborative team from the Education Development Center, University of Florida and The Research Alliance for New York City Schools has worked with multiple stakeholders to develop school-wide implementation plans for computational thinking integration within elementary curricula. That is, learning opportunities integrated with computational thinking are offered across subject areas and extend across multiple grades, not just in standalone technology or computer science courses. Through their framework, the development and on-going offering of such learning opportunities requires **shared leadership**. School-wide computational thinking integration involves ongoing coordination, collaboration, and sustained efforts of many stakeholders, including the leadership team, in-school coaches, teachers, and families.

To support school-wide implementation of computational thinking that considers stakeholders across the school building, the team developed the computational thinking integration framework and self-assessment. This tool is designed to assist school leaders and teachers in evaluating their readiness for and guiding the creation and implementation of a plan for integrating CT schoolwide. There are six categories in the framework, each with their own individual elements, that can influence schoolwide CT integration. The six focus areas for are:

- Teacher knowledge, technological pedagogical content knowledge, and facility with tools to support student learning of CT and core subjects
- Teacher supports
- Curriculum features and lesson/unit planning
- CT assessment
- Student impact
- Families

**Example: Developing School Capacity Using the CT Integration Framework**

The computational thinking integration framework and self-assessment tool guide schools as they integrate computational thinking across subject areas. The framework offers opportunities for shared leadership and explicit considerations of inclusive computing pedagogies as CT is integrated schoolwide.

**Think about:**

- How does each of the six focus areas play a role in developing CT integrations?
- Which of the six focus areas does your school need to prioritize?
- How could your school use the self-assessment tool to learn where you are and set goals for future work?
Figure 10. An example of an element from the Computational Thinking Integration Framework.

The framework is intended as a starting point for a school or a group of teachers to think about how to begin to integrate computational thinking. The framework should be used initially as a self-assessment tool and later to set goals and priorities for CT integration in the school. After setting those goals, the school should create a short-term, mid-term, and long-term action plan to address each of them and regularly evaluate the progress towards meeting each goal. Through this process, the school should revisit its priorities and set new goals periodically.

Woven throughout the self-assessment tool and framework are elements that promote inclusive computing pedagogies such as a focus on meeting the needs of academically and culturally diverse learners, supporting collaboration between students, the importance of differentiation in lesson plans, and connecting with families.

Teams of educators have used the self-assessment tool and associated framework to help identify and think strategically about the factors that are likely to have an impact on their CT integration efforts and successfully designed many computational thinking learning activities for their students as a result.

The framework helps teachers and administrators think about how do we implement this across our school, what are the components that we need to look at to really integrate computational thinking throughout all of the content areas or with all of our grade levels...it's a way of identifying our strengths, our weaknesses. Are we ready to implement this and where are those places that we can build on, where are the places that we really need some work? To me the framework is a really good starting point for a school or a group of teachers that are looking to think about how to begin with computational thinking.

– Kristen Beck, Computer Science Specialist/Instructional Coach, Chicago Public Schools

Table 13. Resources to learn more about how educators designed school-wide CT Implementation programs in their school.
Strategy #2: Develop Sustained, Individualized Professional Learning Opportunities

When teachers have access to robust professional learning opportunities, it can increase their confidence and efficacy implementing computing in their classrooms (P. Rich et al., 2017). There is a critical need to develop systems that support and recognize educators for the knowledge of how to integrate computational thinking. Despite promising approaches to integrating computational thinking into core content areas, challenges persist. For instance, teachers have indicated that challenges to integrating computational thinking into their practices include limited planning and instructional time and difficulty identifying connections between computing concepts and core content (Israel, 2015; Ketelhut et al., 2020; Rich, Yadav & Schwartz, 2019).

A lack of teacher credentialing pathways and professional development leave teachers ill-equipped to integrate CT, particularly in innovative ways that engage students who experience marginalization from computing. Most educators do not have strong computer science backgrounds. Historically, teacher education programs have not included a computing methods course or opportunities to engage in computational thinking practices, which remains true for most programs (Blikstein, 2018; Koshy et al., 2021; Yadav, Stephenson, & Hong, 2017). Policymakers increasingly describe the need to require or expect teachers to integrate CT into core subjects (e.g., Code.org et al., 2020; NGSS Lead States, 2013). To do this, teachers need support to recognize and realize opportunities that integrate CT in ways that enhance disciplinary learning. Not only that, professional learning opportunities need to support teachers to do so using inclusive computing pedagogies. As schools and districts continue to face the challenges caused by the COVID-19 pandemic and the need for online learning, teachers also need support and learning opportunities focused on using computational thinking tools and teaching computational thinking skills and practices in online environments.

District leaders, curriculum specialists, and practitioner experts have partnered with Digital Promise to facilitate professional learning experiences for educators across the nation. One hundred and twenty collaborating teachers completed a survey to provide feedback about how to best support them to seamlessly integrate computational thinking into their instruction. Teachers were asked the open-ended question, “What additional resources would allow you to more seamlessly integrate computational thinking into your instruction?” The responses indicated that they would like continued support with professional learning, clarification of grade-appropriate terminology, access to exemplar lesson plans, strategies to assess student work and recognition for computational competencies. A description and examples of each of these supports is described below in Table 14.
<table>
<thead>
<tr>
<th>Teacher Support</th>
<th>Description</th>
<th>Examples</th>
</tr>
</thead>
</table>
| Opportunities for ongoing Professional Learning | Most teachers requested more planning time, indicating that teachers may require additional support beyond “sit and get” professional learning to make connections between computational thinking and classroom practice.                                                                                     | • Time to identify integration opportunities in existing lessons  
• Collaborative planning time  
• A coach for just-in-time support |
| Clarification of grade appropriate terminology | Teachers sought additional information about identifying and implementing computational thinking practices, particularly operationalizing grade appropriate terminology.                                                                                                              | • Everyday language to describe computing terminology  
• Examples of computational thinking terminology applied in different lessons |
| Access to exemplar lesson plans          | Teachers expressed a need to access exemplar lesson plans and units illustrating how to integrate computational thinking into their grade and subject area, especially those that address inclusive pedagogies.                                                                                       | • Curated lesson repository for inclusive, disciplinary integrated CT |
| Strategies to assess student work       | Without more effective and consistent assessment measures that are tied to articulated and grade-appropriate standards, teachers are challenged to determine the effectiveness of CT interventions in their schools and communities.                                                                                   | • Looks fors/evidence statements of students engaging in CT practices  
• Rubrics  
• Formative assessments |
| Recognition of computational competencies | Teachers want recognition for what they know and can do. This requires developing teacher-facing measures to assess a teachers’ knowledge of computing (NASEM, 2021). To a greater extent, we lack methods to recognize and provide feedback on teachers integrating novel approaches of computational thinking in their practice. | • Micro-credentials can be used to recognize teacher competency in computing. A micro-credential is a digital certificate or badge that verifies an individual’s competence in a specific skill or set of skills. To earn a micro-credential, teachers submit evidence of their practice including artifacts such as student work, lesson plans, video of classroom implementation, and reflections. |

Table 14. Support requested from teachers after participating in traditional professional development.
Since January 2020, Project Tomorrow has been implementing computational thinking professional learning with 10 public elementary schools in New York City.

Each partner school has more than 80% enrollment of students experiencing exclusion in the United States (Asian, Hispanic/Latinx, Black or Multi-racial).

The cohort currently consists of 120 teachers in grades 3–5. Overall, the project seeks to build teacher capacity to give students exposure to computational thinking and equip them with skills to be critical thinkers and confident problem solvers.

Most teachers had not participated in any prior CT or CS professional learning. Project Tomorrow designed and implemented a model for professional learning based on individual teacher needs. Key elements of this model included:

- **Assessment of individual teacher readiness.** Each teacher completes a survey to indicate their competency, confidence, and comfort with CT integration.

- **Individual coaching.** An individual professional learning plan is created based on the results of the survey. A coach meets with each teacher twice a month to review lesson plans, provide feedback, and identify additional resources for ongoing learning. CT coaches supported teachers to make connections between CT and the curriculum in core content areas and supported teachers to use technology tools that enable CT learning experiences.

- **Professional learning community.** Teachers from different schools are connected through an online professional learning community, which includes an online repository for resources and annual meetups for teachers to learn from each other through Edcamps.

An individualized learning plan for each teacher allows the coach to understand individual contexts specific to each classroom. This is particularly important for the unique assets and challenges that are relevant to students experiencing marginalization. After integrating computational thinking in their classrooms,
teachers have expressed that the CT problem solving approach is flexible and universal, and can be used to help students that are at different levels, enhancing differentiated instruction. The individualized approach to learning is something that Project Tomorrow encourages teachers to take with their own students.

Preliminary results suggest that this may be a sustainable, replicable model for teacher professional learning on CT integration. Teachers’ understanding of CT concepts increased after participating in the professional learning during the first six months of the project (Evans, 2021). During the first academic semester following the PD, 16% of new teachers to the project identified having a good understanding of CT concepts and practices. This improved to 94% of teachers by the end of that academic year. This improved understanding of CT enabled 71% of teachers to use CT concepts to supplement a specific unit or lesson and 23% of teachers to integrate CT practices into disciplinary learning.

In order to scale and sustain the model of professional learning beyond the initial cohort, Project Tomorrow emphasized the need to leverage support from administrators and parents, in addition to identifying a CT teacher-leader within the school. Plans are in place to replicate this model in 20 schools in New York City during the 2022–23 school year and to identify new project locations outside of New York City interested in implementing a localized version of this model.

<table>
<thead>
<tr>
<th>Tip</th>
<th>Resource</th>
</tr>
</thead>
<tbody>
<tr>
<td>Develop teachers’ computational thinking schools through coaching</td>
<td>CS Coaching Toolkit by Cornell Tech</td>
</tr>
</tbody>
</table>
The Maker Partnership Program (MPP) is a research practice partnership between the Research Alliance for New York City Schools, MakerState, and Schools That Can. MPP developed and tested a new model for building teachers’ capacity to integrate computational thinking (CT) into regular science instruction using Maker pedagogy (Fancsali et al., 2019; 2021). The project explored facilitators and barriers to CT integration in elementary schools, as well as outcomes for MPP teachers and students.

The Maker approach is based on the engineering design cycle—which includes defining a problem; researching, planning, prototyping, and testing solutions; and then refining those solutions.

The hands-on, interdisciplinary nature of Maker activities makes them promising for integrating CT into learning and for designing instruction that is accessible, collaborative, and empowering to students. MPP teachers often paired students to brainstorm together, test each others’ prototypes, and provide peer feedback that was then used to improve designs. In MPP’s “circle meetings,” students presented and explained their work to their peers and shared insights about what they learned—making their thinking visible, normalizing struggle and mistakes, and facilitating processing and deeper understanding of the ideas or concepts being taught. Student rubrics clarified expectations and provided feedback on students’ mastery of skills.

Research showed that the Maker framework helped teachers embrace a pedagogical shift—from instructors transferring knowledge to facilitators of learning. Teachers found Maker pedagogy to be an effective approach for integrating CT because it allows multiple entry points for students with a wide range of CT skill levels. They also observed that MPP activities were engaging for students, encouraged and provided various opportunities for peer collaboration and feedback, and improved problem-solving skills, suggesting promising outcomes for students, particularly those who have been marginalized from computing such as Black, Latinx, and female students.

MPP yielded important insights about building teachers’ capacity for CT integration and the use of Maker pedagogy. Teachers found a number of characteristics of MPP’s professional development (PD) to be particularly effective, including:
• **Sustained engagement in PD** (e.g., over the course of two years), with sessions spread throughout the year. This allowed teachers to learn new concepts, approaches, and skills in a session, try them out with their students, and then come together again to review their successes and challenges and to get feedback and support. It also allowed teachers to provide formative feedback on the PD, which helped improve future sessions and bolster the support being provided by the program.

• **Hands-on PD activities** (e.g., teachers learned CT concepts and skills by creating their own Scratch programs). The PD modeled lessons and pedagogical approaches, with teachers experiencing the lessons as students would. PD sessions also offered guided practice in using new CT skills, and time for planning and collaboration with other teachers and the MPP coaches.

• **CT resources and materials** (e.g., lesson plans and units, model projects and skill-building videos for students, student assessment rubrics). These materials were key to helping teachers integrate CT into their science instruction and saved them time and effort.

• **Structured planning time.** Even with access to high-quality resources, teachers needed to modify or adapt most lessons to differentiate supports and align activities with the specific science topics they planned to teach. Providing time during MPP PD sessions—as well as the guidance and support of MPP coaches and teacher colleagues—were seen as especially valuable to teachers as they prepared integrated lessons.

Teachers also reported challenges to integrating CT into their science instruction:

• **Time constraints and scheduling.** Teachers reported that a lack of time to collaborate with each other and plan lessons was a barrier to integration, and they sometimes struggled to find space in their class or lesson schedule for incorporating CT.

• **Differentiated Instruction.** Teachers found that students were diverse in terms of prior CT experience (for example, in Scratch coding), with some requiring foundational instruction in order to implement integrated CT science lessons, while others benefitted from extension activities.

• **Logistics.** Issues such as hardware and internet access, setting up Scratch accounts, and getting students logged in, had to be addressed for successful integration of CT into science. Teachers benefitted from specific support and assistance troubleshooting and establishing routines and procedures to mitigate these challenges.
Engaging school leaders in MPP was also important, because they are in a position to support teachers in overcoming common barriers to integration. For example, school leaders could facilitate class scheduling to allow for integration of CT, carve out planning time so teachers could collaborate with others, allow teachers release time so that they can attend PD, and ensure that teachers have access to adequate internet, hardware, software, and other needed materials.

<table>
<thead>
<tr>
<th>Tip</th>
<th>Resource</th>
</tr>
</thead>
</table>
| Integrate Maker learning strategies to facilitate inclusive pedagogies | Descriptions of Maker strategies  
Maker Learning Leadership framework |
| Design hands-on learning experiences and structured time for work for teachers | Example professional development agendas  
STIGCT: Science Teaching Computational Thinking Inquiry Group |
| Provide teachers with resources and materials | Example CT integrated lessons projects that integrate science and CS/CT |
| Example rubrics for CT assignments | Assessments |

Table 15. Teaching tips and resources to learn more about helping teachers to integrate computational thinking into elementary classrooms

**Strategy #3: Integrate Computational Thinking into Pre-Service Teacher Education**

While professional development for in-service teachers serves a critical role in creating capacity to integrate CT into schools, the sustainability and longevity of this pedagogical innovation depends on our ability to make CT a part of every new teacher’s toolbox. Embedding computing instruction within pre-service education programs would help create cohorts of teachers who arrive at the classroom ready to introduce students to computing and leverage CT for disciplinary learning. However, few teacher education programs are prepared to provide their students with opportunities to learn about computing and consider how CT skills and practices are relevant to their classroom practice. Today, not many programs preparing elementary and middle school teachers cover computer science or CT as a set of skills that can be integrated into other areas of instruction (Vegas & Fowler, 2020). Teacher educators themselves need support in order to design courses instructing pre-service teachers to integrate computational thinking into their future classrooms. Moreover, universities are struggling to prepare and credential teachers to teach computer science (CSTA, 2013). To begin countering these deficiencies, Yadav et al. (2017) suggested that successful initiatives that integrate computational thinking into teacher education should:

- Build partnerships between computer science educators and teacher educators to develop curricula integrated with computational thinking skills and practices.
- Introduce computational thinking skills in educational technology courses (e.g. Chang & Peterson, 2018; Mouza et al., 2017; Yadav et al., 2014).
- Apply computational thinking practices to various subject areas through methods coursework (e.g. Jaipal-Jamani & Angeli, 2017; Ketelhut, 2020; Patel et al., 2021).
Institutions, like the City University of New York, that have successfully integrated computational thinking into pre-service teacher education emphasize the following implications for designing CT learning experiences in teacher education:

- **Resources and tools to define computational thinking**—such as frameworks, look-fors and rubrics—support teachers and faculty members in identifying opportunities to integrate computational thinking into their classroom and/or reflect on their practices (Patel et al., 2021). Cabrera et al. (under review) designed a teacher-oriented framework for computational thinking integration into elementary science at the elementary level. This resource lowered the language barrier of CT frameworks with technical computing terminology and focused on the CT practices that are developmentally appropriate for elementary school students.

- **Provide opportunities for pre-service teachers to apply computational thinking skills to disciplinary embedded problem solving**, as opposed to discrete computer science learning opportunities, such as coding in isolation. Patel et al., (2021) found this pedagogical approach promoted pre-service teachers’ ability to apply computational thinking into their teaching contexts. Mills et al. (2020) leveraged this pedagogical approach in a science methods course, with learning activities such as using computational models to explore ecosystem dynamics (see Waterman et al., 2020) and designing algorithms to identify animals (Coenraad et al., 2020).

- **Provide coaching for the application of CT practices into classroom practice**. Teacher educators have noted that faculty members and pre-service teachers alike benefitted from ongoing coaching about the application of computational thinking practices into their coursework or classrooms. Patel et al. (2021) provided faculty of methods courses with regular coaching sessions with a computational thinking expert to provide feedback and guidance about course activities and assignments. Mills et al. (2020) met with pre-service teachers individually to provide feedback about their computational thinking integrated lesson plans, a capstone assignment of the course.

- **Engage stakeholders across higher education and local school districts**. Patel et al. (2021) emphasized the need to include clinical faculty in the design team to ensure that CT is integrated into the student teaching experience, such as in lesson templates and observation rubrics. Additionally, they recommend partnering with schools and teachers that have CT experience to provide strong CT mentorship during the student teaching experience. Ketelhut et al. (2020) & Killen et al. (2020) developed an innovative model for professional learning with mentor teachers and pre-service teachers learning computational thinking together sustained over the duration of the student teaching experience.

With the demand for teachers who are proficient in computational thinking, having such a focus in pre-service education can make graduating teachers more employable. The City University of New York (CUNY) has been working to develop a pipeline of teachers knowledgeable in computational thinking. A few of these programs are described in the examples below.
Example: Computational Thinking and Universal Design for Learning in Introductory Education Coursework

Hostos Community College integrated Universal Design for Learning and computational thinking into an instructional technology course. The course models the inclusive pedagogies taught while providing project-based learning opportunities for pre-service teachers. To expand computational thinking in the teacher education course, the faculty members are currently receiving 1:1 coaching to integrate it into their materials.

Think about:
- What are the synergies between Universal Design for Learning and computational thinking that can be leveraged for integration and to promote student learning?
- What do teaching faculty at colleges and universities need to know in order to support pre-service teachers as they learn to integrate computational thinking in their classrooms?

Hostos Community College in New York City has integrated Universal Design for Learning alongside computational thinking into an instructional technology course to meet the new state Computer Science and Digital Fluency learning standards. EDU226, Introduction to Instructional Technology, is an intermediate-level education course, which can be taken as an elective for students in Early Childhood Education or Math Education degree concentrations. It is also an option for teachers and paraprofessionals, and for students participating in programs offered by Continuing Education & Workforce Development.

This revised course contains four modules:
- Module 1: Digital Literacy and Citizenship
- Module 2: Unplugged Computational Thinking & Instructional Design
- Module 3: Accessibility and Universal Design for Learning
- Module 4: Applications of Computational Thinking & Digital Ethics

The instruction of the modules was designed using project-based and flipped learning approaches and applied frameworks such as Community of Inquiry, Universal Design for Learning, 5E Model of Instruction and the Hostos Course Development Guidelines. Within each module, students participate in learning opportunities that model the inclusive pedagogies we encourage pre-service teachers to integrate into their own practice.

Each module was designed to be taught independently; therefore, they can be integrated in any of the required EDU courses, thereby giving students more opportunities to learn about inclusivity and computational thinking. To scale and sustain the integration of computational thinking into the teacher education program, eleven faculty members are currently engaging in 1:1 coaching sessions so they are able to produce computational thinking materials in their courses.
The students enrolled at Hostos Community College are about 67% female and 66% Hispanic. The pre-service teachers may have not had many opportunities to develop the skills and confidence to integrate CT into classroom practice. Therefore, the redesign of the course intentionally centered the marginalized identities of both the pre-service teachers and the students they are working with. For instance, students examined an exemplary lesson developed by PiLa CS that leverages computational thinking and translanguaging practices, and created their own version of the project for their own classrooms.

**Example: Integrating Computational Thinking into Methods Courses and Student Teaching Experiences**

Queens College integrated computational thinking into both the course work and the field experiences of pre-service teachers in their teacher education program.

**Think about:**

- When you work with pre-service teachers, how could you support them to practice integrating computational thinking?
- How can pre-service teachers work with their mentor teachers to integrate computational thinking?

In collaboration with International Society for Technology in Education (ISTE) and partnering school districts, Queens College, part of CUNY, integrated computational thinking into the coursework and clinical experiences of pre-service teachers. To integrate CT into methods courses, faculty participated in summer professional development and identified opportunities for CT integration in each teacher education course. The methods course instructors received additional ongoing coaching to recognize and assess CT integration in practice and provide feedback to support pre-service teachers to develop robust CT learning opportunities.

To meaningfully integrate CT into pre-service teachers’ student teaching experience, CUNY integrated it into field experiences for pre-service teachers — and thus they changed how they place pre-service teachers and how they support pre-service teachers during student teaching. The college partnered with
a local school district. The superintendent selected three elementary schools as placement sites for CT integration and collaborated with principals and other building leaders to move the initiative forward. Additional clinical faculty provided additional support by adapting these lesson templates and observation rubrics to include CT integration. Cooperating mentor teachers participated in one day of professional development prior to the beginning of the students’ internship experience, with the option of extending professional learning during the semester. During their student teaching, pre-service teachers designed and implemented 2–4 CT integrated lessons for grades 1–5. Additionally, they had the opportunity to earn three ISTE micro-credentials designed to acknowledge competency in integrating computational thinking into elementary instruction.

CUNY began this work in order to advance equitable access to computing education in New York City. CT integration was piloted in a generalist childhood education program in order to reach pre-service teachers who will be able to shape their students’ computing abilities and their computing identities. With the most diverse teacher education graduates in New York State, CUNY pre-service teachers, many of whom come from New York City public schools and share racial, national origin, or linguistic backgrounds with New York City public school students. The pre-service teachers in the project were representative of the CUNY teacher education population and the student population in the clinical placement partner schools were representative of the citywide student population. Both populations are primarily made up of groups who have experienced marginalization in computing, math, and science. Pre-service teachers’ social and emotional relationship to computing is critical to their future students’ relationship to computing. The project engaged this diverse set of pre-service teachers and gave them the tools to integrate CT in science, math and literacy lessons using inquiry-driven pedagogy; however, upon reflection, CUNY realized the equity imperative driving the project was left in the background of the course integration.

Future iterations will place equity in the foreground in faculty training, the integration design process, and clinical placements. For example, in summer 2021 a cross-university collaboration provided faculty training in partnership with Michigan State University. The training included discussions on how scholars and tech designers are leveraging ideas from other disciplines to raise issues about technology’s impact on society and a session about the translanguaging potential of computationally rich activities by a researcher from the Participating in Literacies and Computer Science project.
Going forward, CUNY plans to scale integration of computing to all 15 colleges with education programs. They will continue to explore how the integration design process could ask faculty to identify integration outcomes that include pre-service teachers making specific cultural connections between computing and their learners, and clinical seminars could include support for the pre-service teachers to learn to lead critical conversations about racial disparities through the lens of the impact of technology on society. Increasing access for students begins with well-trained teachers who themselves know about computational thinking and can identify synergistic integration points, but going beyond access requires preparing teachers to have difficult conversations around computing and society and to identify connections between the lives of the students they are teaching and computational thinking.
Conclusion

Computational skills are essential for everyone to participate in our increasingly computational world. However, long-standing inequities in the representation, participation and achievement of people that identify as Black, Native American, and Latinx; students with disabilities; girls; non-binary students; and students experiencing poverty persist in computing today, as consequences of previously existing social structures and inequities, and exacerbated by our response to the pandemic. In this report, we issued two calls for action for educators to design inclusive computing learning opportunities for students: (1) integrate computational thinking into disciplinary learning, and (2) build capacity for computational thinking with shared leadership and professional learning. Inspired by the frameworks, strategies, and examples of inclusive computational thinking integration throughout the report, readers can take away practical implications to reach learners in their contexts. Now is the time to integrate computational thinking with inclusive pedagogies into every classroom. In order to fully participate in our increasingly computational world, all students, especially those experiencing marginalization, must have access to computational thinking and engage with technology in ways that promote justice for the students and for society at large.
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